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Think you’ve got just what the customer wanted?

Not so fast... So you’ve talked to your customer, gathered requirements, written out your use cases, and delivered a killer application.

It’s time for a nice relaxing cocktail, right? Right... until your customer decides that they really wanted something different than what they told you. They love what you’ve done, really, but it’s not quite good enough anymore. In the real world, requirements are always changing, and it’s up to you to roll with these changes and keep your customer satisfied.
You’re a hero!

A nice piña colada to sip on, the sun shining down on you, a roll of hundred dollar bills stuffed into your swim trunks... this is the life of a programmer who’s just made Doug’s Dog Doors a successful venture. The door you built for Todd and Gina was a huge success, and now Doug’s selling it to customers all across the world.

But then came a phone call...

You: Oh, has something gone wrong?
Todd and Gina: No, not at all. The door works just like you said it would.
You: But there must be a problem, right? Is the door not closing quickly enough? Is the button on the remote not functioning?
Todd and Gina: No, really... it’s working just as well as the day you installed it and showed everything to us.
You: Is Fido not barking to be let out anymore? Oh, have you checked the batteries in the remote?
Todd and Gina: No, we swear, the door is great. We just have a few ideas about some changes we’d like you to make...
You: But if everything is working, then what’s the problem?
Todd and Gina’s Dog Door, version 2.0

What the Door (Currently) Does

1. Fido barks to be let out.
2. Todd or Gina hears Fido barking.
3. Todd or Gina presses the button on the remote control.
4. The dog door opens.
5. Fido goes outside.
6. Fido does his business.
   6.1. The door shuts automatically.
   6.2. Fido barks to be let back inside.
   6.3. Todd or Gina hears Fido barking (again).
   6.4. Todd or Gina presses the button on the remote control.
   6.5. The dog door opens (again).
7. Fido goes back inside.

What if the dog door opened automatically when Fido barked at it? Then, we wouldn’t have to do anything to let him outside! We both talked it over, and we think this is a GREAT idea!
Back to the drawing board

Time to get working on fixing up Todd and Gina’s dog door again. We need to figure out a way to open the door whenever Fido barks. Let’s start out by...

Wait a minute... this totally sucks! We already built them a working door, and they said it was fine. And now, just because they had some new idea, we have to make more changes to the door?

The customer is always right

Even when requirements change, you’ve got to be ready to update your application and make sure it works like your customers expect. When your customer has a new need, it’s up to you to change your applications to meet those new needs.

Doug loves it when this happens, since he gets to charge Todd and Gina for the changes you make.

You’ve just discovered the one constant in software analysis and design. What do you think that constant is?
The one constant in software analysis and design*

Okay, what’s the one thing you can always count on in writing software?

No matter where you work, what you’re building, or what language you are programming in, what’s the one true constant that will always be with you?

CHANGE

(Use a mirror to see the answer)

No matter how well you design an application, over time the application will always grow and change. You’ll discover new solutions to problems, programming languages will evolve, or your friendly customers will come up with crazy new requirements that force you to “fix” working applications.

Sharpen your pencil

Requirements change all the time... sometimes in the middle of a project, and sometimes when you think everything is complete. Write down some reasons that the requirements might change in the applications you currently are working on.

My customer decided that they wanted the application to work differently.

My boss thinks my application would be better as a web application than a desktop app.

Requirements always change. If you’ve got good use cases, though, you can usually change your software quickly to adjust to those new requirements.

*If you’ve read Head First Design Patterns, this page might look a bit familiar. They did such a good job describing change that we decided to just rip off their ideas, and just CHANGE a few things here and there. Thanks, Beth and Eric!
Add bark recognition to Todd and Gina’s dog door.

Update the diagram, and add an alternate path where Fido barks, Doug’s new bark recognizer hears Fido, and the dog door automatically opens. The remote control should still work, too, so don’t remove anything from the diagram; just add another path where Fido’s barking opens the door.

Exercise

1. Fido barks to be let out
2. Todd or Gina hears Fido barking
3. Todd or Gina presses the button on the remote control.
4. The dog door opens
5. Fido goes outside
6. Woof! Woof!
7. Gina, open the dog door... Fido won’t quit barking!
8. The door shuts automatically
9. Fido goes back inside
6.1 The door shuts automatically

6.2 Fido barks to be let back inside.

6.3 Todd or Gina hears Fido barking (again)

6.4 Todd or Gina presses the button on the remote control

6.5 The dog door opens (again)
Doug’s invented hardware to recognize barks, but it’s up to you to figure out how to use his new hardware in the dog door system.

Here’s how we solved Todd and Gina’s problem, and implemented their bark-recognizing dog door. See if you made similar additions to the diagram.

Exercise Solutions

We need to add a handy-dandy bark recognizer to the dog door.

**2.1** The bark recognizer “hears” a bark

**3.1** The bark recognizer sends a request to the door to open

Most of the diagram stayed the same... we needed only these two extra steps.

Just like on the alternate path, we can use sub-step numbers to show these are on an alternate path.
6.4.1 The bark recognizer sends a request to the door to open

Since these steps are already on an alternate path, we need two sub-step numbers.

We also need a couple of alternate steps here, too.

6.3.1 The bark recognizer “hears” a bark (again)

6.1 The door shuts automatically

I feel much better now!

6.2 Fido barks to be let back inside.

Fido does his business

6.3 Todd or Gina hears Fido barking (again)

6.4 Todd or Gina presses the button on the remote control

6.5 The dog door opens (again)

Fido barks to be let back inside.

Woof! Woof!
But now my use case is totally confusing. All these alternate paths make it hard to tell what in the world is going on!

**Optional Path?**

**Alternate Path?**

**Who can tell?**

---

### Todd and Gina's Dog Door, version 2.1

#### What the Door Does

1. Fido barks to be let out.
2. Todd or Gina hears Fido barking.
   - 2.1. The bark recognizer “hears” a bark.
3. Todd or Gina presses the button on the remote control.
   - 3.1. The bark recognizer sends a request to the door to open.
4. The dog door opens.
5. Fido goes outside.
6. Fido does his business.
   - 6.1. The door shuts automatically.
   - 6.2. Fido barks to be let back inside.
   - 6.3. Todd or Gina hears Fido barking (again).
   - 6.3.1. The bark recognizer “hears” a bark (again).
   - 6.4. Todd or Gina presses the button on the remote control.
     - 6.4.1. The bark recognizer sends a request to the door to open.
6.5. The dog door opens (again).
7. Fido goes back inside.
8. The door shuts automatically.
I still think this use case is confusing. It looks like Todd and Gina always hear Fido barking, but the bark recognizer only hears him sometimes. But that’s not what Todd and Gina want...

Do you see what Gerald is talking about? Todd and Gina’s big idea was that they wouldn’t have to listen for Fido’s barking anymore.

Todd and Gina’s Dog Door, version 2.1
What the Door Does

1. Fido barks to be let out.
2. Todd or Gina hears Fido barking.
   2.1. The bark recognizer “hears” a bark.
3. Todd or Gina presses the button on the remote control.
   3.1. The bark recognizer sends a request to the door to open.
4. The dog door opens.
5. Fido goes outside.
6. Fido does his business.
   6.1. The door shuts automatically.
   6.2. Fido barks to be let back inside.
   6.3. Todd or Gina hears Fido barking (again).
   6.3.1. The bark recognizer “hears” a bark (again).
   6.4. Todd or Gina presses the button on the remote control.
   6.4.1. The bark recognizer sends a request to the door to open.
6.5. The dog door opens (again).
7. Fido goes back inside.
8. The door shuts automatically.
Use cases have to make sense to you

If a use case is confusing to you, you can simply rewrite it. There are tons of different ways that people write use cases, but the important thing is that it makes sense to you, your team, and the people you have to explain it to. So let's rewrite the use case from page 121 so it's not so confusing.

Main Path
1. Fido barks to be let out.
2. Todd or Gina hears Fido barking.
3. Todd or Gina presses the button on the remote control.
4. The dog door opens.
5. Fido goes outside.
6. Fido does his business.
   6.1. The door shuts automatically.
   6.2. Fido barks to be let back inside.
   6.3. Todd or Gina hears Fido barking (again).
   6.4. Todd or Gina presses the button on the remote control.
   6.5. The dog door opens (again).
7. Fido goes back inside.
8. The door shuts automatically.

Alternate Paths
2.1. The bark recognizer "hears" a bark.
3.1. The bark recognizer sends a request to the door to open.
6.3.1. The bark recognizer "hears" a bark (again).
6.4.1. The bark recognizer sends a request to the door to open.

No matter how you work through this use case, you'll always end up at Step 8 on the main path.
If we can really write the use case however we want, can we make the bark recognizer part of the main path? That’s really the path we want to follow most of the time, right?

**Excellent idea!**

The main path should be what you want to have happen most of the time. Since Todd and Gina probably want the bark recognizer to handle Fido more than they want to use the remote, let’s put those steps on the main path:

---

**Todd and Gina’s Dog Door, version 2.3**

**What the Door Does**

**Main Path**
1. Fido barks to be let out.
2. The bark recognizer “hears” a bark.
3. The bark recognizer sends a request to the door to open.
4. The dog door opens.
5. Fido goes outside.
6. Fido does his business.
   - 6.1. The door shuts automatically.
   - 6.2. Fido barks to be let back inside.
   - 6.3. The bark recognizer “hears” a bark (again).
   - 6.4. The bark recognizer sends a request to the door to open.
   - 6.5. The dog door opens (again).
7. Fido goes back inside.
8. The door shuts automatically.

**Alternate Paths**
2.1. Todd or Gina hears Fido barking.
3.1. Todd or Gina presses the button on the remote control.
   - 3.1. Todd or Gina won’t use the remote most of the time, so the steps related to the remote are better as an alternate path.
   - 6.3.1. Todd or Gina hears Fido barking (again).
   - 6.4.1. Todd or Gina presses the button on the remote control.
Start to finish: a single scenario

With all the alternate paths in the new use case, there are lots of different ways to get Fido outside to use the bathroom, and then back in again. Here’s one particular path through the use case:
Q: I understand the main path of a use case, but can you explain what an alternate path is again?

A: An alternate path is one or more steps that a use case has that are optional, or provide alternate ways to work through the use case. Alternate paths can be additional steps added to the main path, or provide steps that allow you to get to the goal in a totally different way than parts of the main path.

Q: So when Fido goes outside and gets stuck, that’s part of an alternate path, right?

A: Right. In the use case, Steps 6.1, 6.2, 6.3, 6.4, and 6.5 are an alternate path. Those are additional steps that the system may go through, and are needed only when Fido gets stuck outside. But it’s an alternate path because Fido doesn’t always get stuck outside—the system could go from Step 6 directly on to Step 7.

Q: And we use sub-steps for that, like 6.1 and 6.2?

A: Exactly. Because an alternate path that has additional steps is just a set of steps that can occur as part of another step on the use case’s main path. When Fido gets stuck outside, the main path steps are 6 and 7, so the alternate path steps start at 6.1 and go through 6.5; they’re an optional part of Step 6.

Q: Can you have more than one alternate path in the same use case?

A: Absolutely. You can have alternate paths that provide additional steps, and multiple ways to get from the starting condition to the ending condition. You can even have an alternate path that ends the use case early... but we don’t need anything that complicated for Todd and Gina’s dog door.

Q: So what do you call it when you have two different paths through part of a use case?

A: Well, that’s actually just another kind of alternate path. When Fido barks, there’s one path that involves Todd and Gina hearing Fido and opening the door, and another path that involves the bark recognizer hearing a bark and opening the door. But the system is designed for one or the other—either the remote opens the door, or the bark recognizer does—not both.

Q: Can you have more than one alternate path in the same use case?

A: Absolutely. You can have alternate paths that provide additional steps, and multiple ways to get from the starting condition to the ending condition. You can even have an alternate path that ends the use case early... but we don’t need anything that complicated for Todd and Gina’s dog door.

A complete path through a use case, from the first step to the last, is called a scenario.

Most use cases have several different scenarios, but they always share the same user goal.
alternate paths are optional

**Use Cases Exposed**

*This week’s interview:*

**Confessions of an Alternate Path**

**HeadFirst:** Hello, Alternate Path. We’ve been hearing that you’re really unhappy these days. Tell us what’s going on.

**Alternate Path:** I just don’t feel very included sometimes. I mean, you can hardly put together a decent use case without me, but I still seem to get ignored all the time.

**HeadFirst:** Ignored? But you just said you’re part of almost every use case. It sounds like you’re quite important, really.

**Alternate Path:** Sure, it may *sound* that way. But even when I’m part of a use case, I can get skipped over for some other set of steps. It really sucks... it’s like I’m not even there!

**HeadFirst:** Can you give us an example?

**Alternate Path:** Just the other day, I was part of a use case for buying a CD at this great new online store, Musicology. I was so excited... but it turned out that I handled the situation when the customer’s credit card was rejected.

**HeadFirst:** Well, that sounds like a really important job! So what’s the problem?

**Alternate Path:** Well, yeah, I guess it’s important, but I always get passed over. It seems like everyone was ordering CDs, but their credit cards were all getting accepted. *Even though I was part of the use case, I wasn’t part of the most common scenarios.*

**HeadFirst:** Oh, I see. So unless someone’s credit card was rejected, you were never involved.

**Alternate Path:** Exactly! And the finance and security guys loved me, they just went on and on about how much I’m worth to the company, but who wants to sit there unused all the time?

**HeadFirst:** I’m starting to get the picture. But you’re still helping the use case, right? Even if you’re not used all the time, you’re bound to get called on once in a while.

**Alternate Path:** That’s true; we all do have the same goal. I just didn’t realize that I could be important to the use case and still hardly ever get noticed.

**HeadFirst:** Well, just think... the use case wouldn’t be complete without you.

**Alternate Path:** Yeah, that’s what 3.1 and 4.1 keep telling me. Of course, they’re part of the alternate path for when customers already have an account on the system, so they get used constantly. Easy for them to say!

**HeadFirst:** Hang in there, Alternate Path. We know you’re an important part of the use case!
How many scenarios are in Todd and Gina’s use case?

How many different ways can you work your way through Todd and Gina’s use case? Remember, sometimes you have to take one of multiple alternate paths, and sometimes you can skip an alternate path altogether.

**Todd and Gina’s Dog Door, version 2.3**

**What the Door Does**

**Main Path**
1. Fido barks to be let out.
2. The bark recognizer “hears” a bark.
3. The bark recognizer sends a request to the door to open.
4. The dog door opens.
5. Fido goes outside.
6. Fido does his business.
   - 6.1. The door shuts automatically.
   - 6.2. Fido barks to be let back inside.
   - 6.3. The bark recognizer “hears” a bark (again).
   - 6.4. The bark recognizer sends a request to the door to open.
   - 6.5. The dog door opens (again).
7. Fido goes back inside.
8. The door shuts automatically.

**Alternate Paths**
2. 1. Todd or Gina hears Fido barking.
3. 1. Todd or Gina presses the button on the remote control.
6.3. 1. Todd or Gina hears Fido barking (again).
6.4. 1. Todd or Gina presses the button on the remote control.

We’ve written out the steps we followed for the scenario highlighted above to help get you started.

1. 1, 2.1, 3.1, 4, 5, 6, 6.1, 6.2, 6.3.1, 6.4.1, 6.5, 7, 8
2. _______________________________
3. _______________________________
4. _______________________________
5. _______________________________
6. _______________________________
7. _______________________________
8. _______________________________

You might not need all of these blanks.
How many different ways can you work your way through Todd and Gina’s use case? Remember, sometimes you have to take one of multiple alternate paths, and sometimes you can skip an alternate path altogether.

**Todd and Gina’s Dog Door version 2.3**

**What the Door Does**

**Main Path**
1. Fido barks to be let out.
2. The bark recognizer “hears” a bark.
3. The bark recognizer sends a request to the door to open.
4. The dog door opens.
5. Fido goes outside.
6. Fido does his business.
   - 6.1. The door shuts automatically.
   - 6.2. Fido barks to be let back inside.
   - 6.3. The bark recognizer “hears” a bark (again).
   - 6.4. The bark recognizer sends a request to the door to open.
   - 6.5. The dog door opens (again).
7. Fido goes back inside.
8. The door shuts automatically.

**Alternate Paths**
2.1. Todd or Gina hears Fido barking.
3.1. Todd or Gina presses the button on the remote control.

- 6.3.1. Todd or Gina hears Fido barking (again).
- 6.4.1. Todd or Gina presses the button on the remote control.

1, 2, 3, 4, 5, 6, 6.1, 6.2, 6.3, 6.4, 6.5, 7, 8

---

1. 1, 2.1, 3.1, 4, 5, 6, 6.1, 6.2, 6.3.1, 6.4.1, 6.5, 7, 8
2. 1, 2, 3, 4, 5, 6, 7, 8
3. 1, 2.1, 3.1, 4, 5, 6, 7, 8
4. 1, 2.1, 3.1, 4, 5, 6, 6.1, 6.2, 6.3, 6.4, 6.5, 7, 8

When you take 6.3.1, you’ll also take Step 6.4.1.

5. 1, 2, 3, 4, 5, 6, 6.1, 6.2, 6.3.1, 6.4.1, 6.5, 7, 8
6. 1, 2.1, 3.1, 4, 5, 6, 6.1, 6.2, 6.3.1, 6.4.1, 6.5, 7, 8
7. 1, 2, 3, 4, 5, 6, 6.1, 6.2, 6.3, 6.4, 6.5, 7, 8
8. <nothing else>
Let's get ready to code...

Now that our use case is finished up, and we’ve figured out all the possible scenarios for using the dog door, we’re ready to write code to handle Todd and Gina’s new requirements. Let’s figure out what we need to do...

I think we should recheck our requirements list against the new use case. If Todd and Gina’s requirements changed, then our requirements list might change too, right?

Any time you change your use case, you need to go back and check your requirements.

Remember, the whole point of a good use case is to get good requirements. If your use case changes, that may mean that your requirements change, too. Let’s review the requirements and see if we need to add anything to them.

Todd and Gina’s Dog Door, version 2.2
Requirements List

1. The dog door opening must be at least 12” tall.
2. A button on the remote control opens the dog door if the door is closed, and closes the dog door if the door is open.
3. Once the dog door has opened, it should close automatically if the door isn’t already closed.

Go ahead and write in any additional requirements that you’ve discovered working through the scenarios for the new dog door on page 128.
Finishing up the requirements list

So we need to handle the two new alternate paths by adding a couple extra requirements to our requirements list. We’ve gone ahead and crossed off the steps that our requirements already handle, and it looks like we need a few additions to our requirements list:

### Todd and Gina’s Dog Door, version 2.3

#### What the Door Does

**Main Path**

1. Fido barks to be let out.
2. The bark recognizer “hears” a bark.
3. The bark recognizer sends a request to the door to open.
4. The door opens.
5. Fido goes outside.
6. Fido does his business.
   - 6.1. The door shuts automatically.
   - 6.2. Fido barks to be let back inside.
   - 6.3. The bark recognizer “hears” a bark (again).
   - 6.4. The bark recognizer sends a request to the door to open.
   - 6.5. The door opens (again)
7. Fido goes back inside.
8. The door shuts automatically.

**Alternate Paths**

- 2.1. Todd or Gina hears Fido barking.
- 3.1. Todd or Gina presses the button on the remote control.
- 6.2. Todd or Gina hears Fido barking (again).
- 6.3. 1. Todd or Gina presses the button on the remote control.

Remember, these steps on the alternate path were part of the use case’s main path in the last chapter...

...so we’ve already handled the requirements to take care of these.

### Requirements List

1. The dog door opening must be at least 12” tall.
2. A button on the remote control opens the dog door if the door is closed, and closes the dog door if the door is open.
3. Once the dog door has opened, it should close automatically if the door isn’t already closed.
4. A bark recognizer must be able to tell when a dog is barking.
5. The bark recognizer must open the dog door when it hears barking.
Now we can start coding the dog door again

With new requirements comes new code. We need some barking, a bark recognizer to listen for barking, and then a dog door to open up:

```java
class DogDoor {
    open() {
    }
}
```

```java
BarkRecognizer.java
```

```java
DogDoorSimulator.java
```

Remember, Fido is outside the system, so we don't need an object for him. We can just simulate him barking in DogDoorSimulator.

Just like the bark recognizer, there's hardware and software in the dog door: the door itself and your code.

This is the method in our software that we want to have called every time Doug's hardware hears a bark.

We still need to write the code for the bark recognizer. We'll do that on the next page.

We don't need anything new in this class. We've got an `open()` method for the recognizer to call, so this code doesn't need to change at all.

Even though we're still working on getting the software to do what the customer wants, this is a good indication that your design is solid. Nice work!
Was that a “woof” I heard?

We need some software to run when Doug’s hardware “hears” a bark. Let’s create a BarkRecognizer class, and write a method that we can use to respond to barks:

```java
public class BarkRecognizer {
    private DogDoor door;

    public BarkRecognizer(DogDoor door) {
        this.door = door;
    }

    public void recognize(String bark) {
        System.out.println("  BarkRecognizer: Heard a "+ bark + "'ouce");
        door.open();
    }
}
```

We’ll store the dog door that this bark recognizer is attached to in this member variable.

We’ll store the dog door that this bark recognizer is attached to in this member variable.

The BarkRecognizer needs to know which door it will open.

Every time the hardware hears a bark, it will call this method with the sound of the bark it heard.

All we need to do is output a message letting the system know we heard a bark...

...and then open up the dog door.

Q: That’s it? It sure seems like the BarkRecognizer doesn’t do very much.

A: Right now, it doesn’t. Since the requirements are simple—when a dog barks, open the door—your code is pretty simple, too. Any time the hardware hears a bark, it calls recognize() in our new BarkRecognizer class, and we open the dog door. Remember, keep things as simple as you can; there’s no need to add complexity if you don’t need it.

Q: But what happens if a dog other than Fido is barking? Shouldn’t the BarkRecognizer make sure it’s Fido that is barking before opening the dog door?

A: Very interesting question! The BarkRecognizer hears all barks, but we really don’t want it to open the door for just any dog, do we? We may have to come back and fix this later. Maybe you should think some more about this while we’re testing things out.
First, let’s make sure we’ve taken care of Todd and Gina’s new requirements for their door:

Todd and Gina’s Dog Door, version 2.3
Requirements List

1. The dog door opening must be at least 12” tall.
2. A button on the remote control opens the dog door if the door is closed, and closes the dog door if the door is open.
3. Once the dog door has opened, it should close automatically if the door isn’t already closed.
4. A bark recognizer must be able to tell when a dog is barking.
5. The bark recognizer must open the dog door when it hears barking.

This is another hardware requirement for Doug. For now, we can use the simulator to get a bark to the recognizer, and test the software we wrote.

Hmmm... our bark recognizer isn’t really “recognizing” a bark, is it? It’s opening the door for ANY bark. We may have to come back to this later.
Power up the new dog door

Use cases, requirements, and code have all led up to this. Let’s see if everything works like it should.

**Update the DogDoorSimulator source code:**

```java
public class DogDoorSimulator {
    public static void main(String[] args) {
        DogDoor door = new DogDoor();
        BarkRecognizer recognizer = new BarkRecognizer(door);
        Remote remote = new Remote(door);

        // Simulate the hardware hearing a bark
        System.out.println("Fido starts barking.");
        recognizer.recognize("Woof");
        System.out.println("\nFido has gone outside...\n");
        System.out.println("\nFido’s all done...");

        try {
            Thread.currentThread().sleep(10000);
        } catch (InterruptedException e) {
        }
        System.out.println("...but he’s stuck outside!");

        // Simulate the hardware hearing a bark again
        System.out.println("Fido starts barking.");
        recognizer.recognize("Woof");
        System.out.println("\nFido’s back inside...\n");
    }
}
```

We don’t have real hardware, so we’ll just simulate the hardware hearing a bark.*

We simulate some time passing here.

We test the process when Fido’s outside, just to make sure everything works like it should.

Notice that Todd and Gina never press a button on the remote this time around.

*The authors of this book sincerely wanted to include hardware that could hear dogs barking... but marketing insists that nobody would buy a book priced at $299.95. Go figure!
Recycle all your Java source code into classes.

Run the code and watch the humanless dog door go into action.

Sharpen your pencil

Which scenario are we testing?

Can you figure out which scenario from the use case we’re testing? Write down the steps this simulator follows (flip back to page 123 to see the use case again):
In our new version of the dog door, the door doesn’t automatically close!

In the scenarios where Todd and Gina press the button on the remote control, here’s the code that runs:

```java
public void pressButton() {
    System.out.println("Pressing the remote control button...");
    if (door.isOpen()) {
        door.close();
    } else {
        door.open();
        final Timer timer = new Timer();
        timer.schedule(new TimerTask() {
            public void run() {
                door.close();
                timer.cancel();
            }
        }, 5000);
    }
}
```

When Todd and Gina press the button on the remote, this code also sets up a timer to close the door automatically.
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There’s a big problem with our code, and it shows up in the simulator. Can you figure out what the problem is? What would you do to fix it?
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But in BarkRecognizer, we open the door, and never close it:

```java
public void recognize(String bark) {
    System.out.println("BarkRecognizer: " + "Heard a \" + bark + "}
    door.open();
}
```

Even I can figure this one out. Just add a Timer to your BarkRecognizer like you did in the remote control, and get things working again. Todd and Gina are waiting, you know!

What do YOU think about Doug's idea?
I think Doug’s lame. I don’t want to put the same code in the remote and in the bark recognizer.

**Duplicate code is a bad idea. But where should the code that closes the door go?**

Well, closing the door is really something that the door should do, not the remote control or the BarkRecognizer. Why don’t we have the DogDoor close itself?

**Let’s have the dog door close automatically all the time.**

Since Gina never wants the dog door left open, the dog door should always close automatically. So we can move the code to close the door automatically into the DogDoor class. Then, no matter what opens the door, it will always close itself.

Even though this is a design decision, it’s part of getting the software to work like the customer wants it to. Remember, it’s OK to use good design as you’re working on your system’s functionality.
Updating the dog door

Let’s take the code that closed the door from the Remote class, and put it into our DogDoor code:

```java
public class DogDoor {
    public void open() {
        System.out.println("The dog door opens.");
        open = true;

        final Timer timer = new Timer();
        timer.schedule(new TimerTask() {
            public void run() {
                close();
                timer.cancel();
            }
        }, 5000);
    }

    public void close() {
        System.out.println("The dog door closes.");
        open = false;
    }
}
```

Simplifying the remote control

You’ll need to take this same code out of Remote now, since the dog door handles automatically closing itself:

```java
public void pressButton() {
    System.out.println("Pressing the remote control button...");
    if (door.isOpen()) {
        door.close();
    } else {
        door.open();

        final Timer timer = new Timer();
        timer.schedule(new TimerTask() {
            public void run() {
                close();
                timer.cancel();
            }
        }, 5000);
    }
}
```
test drive the door

A final test drive

You’ve made a lot of changes to Todd and Gina’s dog door since they first called you up. Let’s test things out and see if everything works. Make the changes to Remote.java and DogDoor.java so that the door closes itself, compile all your classes again, and run the simulator:

%java DogDoorSimulator
Fido starts barking.
   BarkRecognizer: Heard a ‘Woof’
The dog door opens.
Fido has gone outside...
Fido’s all done...
The dog door closes.
...but he’s stuck outside!
Fido starts barking.
   BarkRecognizer: Heard a ‘Woof’
The dog door opens.
Fido’s back inside...
The dog door closes.
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BRAIN
POWER

What would happen if Todd and Gina decided they wanted the door to stay open longer? Or to close more quickly? See if you can think of a way to change the DogDoor so that the amount of time that passes before the door automatically closes can be set by the customer.
Sometimes a change in requirements reveals problems with your system that you didn’t even know were there.

Change is constant, and your system should always improve every time you work on it.

Sharpen your pencil

Write your own design principle!

You’ve used an important design principle in this chapter related to duplicating code, and the dog door closing itself. Try and summarize the design principle that you think you’ve learned:

Design Principle

You won’t find an answer to this puzzle in the chapter, but we’re going to come back to this a little later. Still, take your best guess!
Tools for your OOA&D Toolbox

You’ve learned a lot in this chapter, and now it’s time to add what you’ve picked up to your OOA&D toolbox. Review what you’ve learned on this page, and then get ready to put it all to use in the OOA&D cross on the next page.

Requirements

Good requirements ensure your system works like your customers expect.

Make sure your requirements cover all the steps in the use cases for your system.

Use your use cases to find out about things your customers forgot to tell you.

Your use cases will reveal any incomplete or missing requirements that you might have to add to your system.

Your requirements will always change (and grow) over time.

Requirements will always change as a project progresses.

When requirements change, your system has to evolve to handle the new requirements.

When your system needs to work in a new or different way, begin by updating your use case.

A scenario is a single path through a use case, from start to finish.

A single use case can have multiple scenarios, as long as each scenario has the same customer goal.

Alternate paths can be steps that occur only some of the time, or provide completely different paths through parts of a use case.

If a step is optional in how a system works, or a step provides an alternate path through a system, use numbered sub-steps, like 3.1, 4.1, and 5.1, or 2.1.1, 2.2.1, and 2.3.1.

You should almost always try to avoid duplicate code. It’s a maintenance nightmare, and usually points to problems in how you’ve designed your system.
The puzzles keep coming. Make sure you’ve gotten all the key concepts in this chapter by working this crossword. All the answer words are somewhere in this chapter.

**Across**
2. We made this responsible for closing the dog door.
4. This is what you follow in a use case most of the time.
5. When your use case changes, these often change as well.
6. Requirements always change over _____.
8. We had to add this to our dog door to satisfy Todd and Gina.
10. When your system changes, you should always update this before writing code.
11. Use cases often have _______ scenarios.
12. Many real-world applications involve both software and this.
13. The one constant in software analysis and design.

**Down**
1. If a step is optional, use this in your use case.
2. Always avoid _______ code.
3. A set of steps that don’t always occur in your use case.
7. Do this to things that vary.
9. The main path is also called this.
10. Every scenario in a use case shares the same _____.